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Nektar++ goals

• Make it simple to develop solvers for a range of fields 

• Support 1/2/3D and unstructured hybrid meshes 

• Scale to large numbers of processors 

• Be efficient across a range of polynomial orders and 
core counts 

• Provide a good suite of pre- and post-processing 
tools
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Design

Consider the Helmholtz equation: 

Put it into weak form: 

Expand in terms of local (per element) or global modes: 
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Framework design

StdRegions

LocalRegions SpatialDomainsMultiRegions

Collections

Core Nektar++ libraries

LibUtilities
Quadrature, bases, partitioning, input/output, linear algebra, interpreter, FFT, ...

Boost Metis TinyXML Gslib VTK PETSc ARPACK

FFTW Scotch Zlib QT

SolverUtils

IncNavierStokes CompressibleFlow ADR ImageWarping ...



Nektar++ high-order framework
Framework for spectral(/hp) element method:

• Dimension independent, supports CG/DG/HDG 

• Mixed elements (quads/tris, hexes, prisms, tets, pyramids) 
using hierarchical modal and classical nodal formulations 

• Solvers for (in)compressible Navier-Stokes, advection-diffusion-
reaction, shallow water equations, ... 

• Parallelised with MPI, tested scaling up to ~10k cores 

http://www.nektar.info/  
nektar-users@imperial.ac.uk
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Figure 4: Examples of external aerodynamics problems solved using the CompressibleFlowSolver. (a) Flow over a cylinder at Re = 3, 900. (b) Euler simulation
over a NACA0012 aerofoil at Ma1 = 0.8. (c) Temperature of flow passing over a T106C low-pressure turbine blade at Re = 80, 000.

where U = [⇢, ⇢u, ⇢v, ⇢w, E]> is the vector of conserved vari-
ables in terms of density ⇢, velocity (u1, u2, u3) = (u, v,w), E is
the specific total energy, and

F(U) =

2
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where p is the pressure. To close the system we need to specify
an equation of state, in this case the ideal gas law p = ⇢RT
where T is the temperature and R is the gas constant. For the
Euler equations, the tensor of viscous forces Fv(U) = 0, and for
Navier-Stokes

Fv(U) =

2
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A = u⌧xx + v⌧xy + w⌧xz + k@xT,
B = u⌧yx + v⌧yy + w⌧yz + k@yT,
C = u⌧zx + v⌧zy + w⌧zz + k@zT

where in tensor notation the stress tensor ⌧xi x j = 2µ(@xi ui +

@xi u j � 1
3@xk uk�i j), µ is the dynamic viscosity calculated using

Sutherland’s law and k is the thermal conductivity.
To discretise these equations in space, we adopt an approach

which allows for the resolution of discontinuities and shocks
that may appear in the solution at transonic and supersonic flow
speeds. We therefore use approximations to our solution com-
prised of functions which are not continuous across element
boundaries. Traditionally, we follow a Galerkin approach by
utilising the variational form of the equations in order to ob-
tain the discontinuous Galerkin method. One of the key fea-
tures of Nektar++ is the ability to select a wide range of nu-
merical options, and to this end we support both discontinuous

Galerkin and flux reconstruction spatial discretisations, which
have various numerical equivalences [22] but may possess dif-
ferent performance characteristics. In the flux reconstruction
formulation, we instead use the equation in di↵erential form in
combination with correction functions which impose continuity
of fluxes between elements.

In either case, information is transferred between elements
by solving a one-dimensional Riemann problem at the interface
between two elements. For the non-viscous terms there is sup-
port for a wide variety of Riemann solvers, including an exact
solution or a number of appproximate solvers such as HLLC,
Roe and Lax-Friedrichs solvers [23]. For the viscous terms, we
utilise a local discontinuous Galerkin method (or the equivalent
flux reconstruction version). Various versions of the discontin-
uous Galerkin method which are available throughout the lit-
erature, mostly relating to the choices of modal functions and
quadrature points, can also be readily selected by setting appro-
priate options in the session file.

Given the complexity and highly nonlinear form of these
equations, we adopt a fully explicit formulation to discre-
tise the equations in time, allowing us to use any of the ex-
plicit timestepping algorithms implemented through the gen-
eral linear methods framework [16], including 2nd and 4th order
Runge-Kutta methods. Finally, in order to stabilise the flow
in the presence of discontinuities we utilise a shock capturing
technique which makes use of artificial viscosity to damp os-
cillations in the solution, in conjunction with a discontinuity
sensor adapted from the approach taken in [24] to decide where
the addition of artificial viscosity is needed.

Figure 4 shows representative results from compressible flow
simulations of a number of industrially-relevant test cases. We
first highlight two simulations which utilise the Navier-Stokes
equations. Fig. 4(a) demonstrates the three-dimensional ver-
sion of the compressible solver by investigating the flow over a
cylinder at Re = 3,900. In this figure we visualise isocontours
of the pressure field and colour the field according to the den-
sity ⇢. To demonstrate the shock capturing techniques available
in the code, Fig. 4(b) shows the results of an Euler simulation
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Figure 4: Examples of external aerodynamics problems solved using the CompressibleFlowSolver. (a) Flow over a cylinder at Re = 3, 900. (b) Euler simulation
over a NACA0012 aerofoil at Ma1 = 0.8. (c) Temperature of flow passing over a T106C low-pressure turbine blade at Re = 80, 000.

where U = [⇢, ⇢u, ⇢v, ⇢w, E]> is the vector of conserved vari-
ables in terms of density ⇢, velocity (u1, u2, u3) = (u, v,w), E is
the specific total energy, and

F(U) =
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where p is the pressure. To close the system we need to specify
an equation of state, in this case the ideal gas law p = ⇢RT
where T is the temperature and R is the gas constant. For the
Euler equations, the tensor of viscous forces Fv(U) = 0, and for
Navier-Stokes
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B = u⌧yx + v⌧yy + w⌧yz + k@yT,
C = u⌧zx + v⌧zy + w⌧zz + k@zT

where in tensor notation the stress tensor ⌧xi x j = 2µ(@xi ui +

@xi u j � 1
3@xk uk�i j), µ is the dynamic viscosity calculated using

Sutherland’s law and k is the thermal conductivity.
To discretise these equations in space, we adopt an approach

which allows for the resolution of discontinuities and shocks
that may appear in the solution at transonic and supersonic flow
speeds. We therefore use approximations to our solution com-
prised of functions which are not continuous across element
boundaries. Traditionally, we follow a Galerkin approach by
utilising the variational form of the equations in order to ob-
tain the discontinuous Galerkin method. One of the key fea-
tures of Nektar++ is the ability to select a wide range of nu-
merical options, and to this end we support both discontinuous

Galerkin and flux reconstruction spatial discretisations, which
have various numerical equivalences [22] but may possess dif-
ferent performance characteristics. In the flux reconstruction
formulation, we instead use the equation in di↵erential form in
combination with correction functions which impose continuity
of fluxes between elements.

In either case, information is transferred between elements
by solving a one-dimensional Riemann problem at the interface
between two elements. For the non-viscous terms there is sup-
port for a wide variety of Riemann solvers, including an exact
solution or a number of appproximate solvers such as HLLC,
Roe and Lax-Friedrichs solvers [23]. For the viscous terms, we
utilise a local discontinuous Galerkin method (or the equivalent
flux reconstruction version). Various versions of the discontin-
uous Galerkin method which are available throughout the lit-
erature, mostly relating to the choices of modal functions and
quadrature points, can also be readily selected by setting appro-
priate options in the session file.

Given the complexity and highly nonlinear form of these
equations, we adopt a fully explicit formulation to discre-
tise the equations in time, allowing us to use any of the ex-
plicit timestepping algorithms implemented through the gen-
eral linear methods framework [16], including 2nd and 4th order
Runge-Kutta methods. Finally, in order to stabilise the flow
in the presence of discontinuities we utilise a shock capturing
technique which makes use of artificial viscosity to damp os-
cillations in the solution, in conjunction with a discontinuity
sensor adapted from the approach taken in [24] to decide where
the addition of artificial viscosity is needed.

Figure 4 shows representative results from compressible flow
simulations of a number of industrially-relevant test cases. We
first highlight two simulations which utilise the Navier-Stokes
equations. Fig. 4(a) demonstrates the three-dimensional ver-
sion of the compressible solver by investigating the flow over a
cylinder at Re = 3,900. In this figure we visualise isocontours
of the pressure field and colour the field according to the den-
sity ⇢. To demonstrate the shock capturing techniques available
in the code, Fig. 4(b) shows the results of an Euler simulation
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Figure 5: Contours of the magnitude of velocity in a periodic hill simulation at
Re = 2800.

for flow over a NACA0012 aerofoil at a farfield Mach number
Ma1 = 0.8 and a 1.5� angle of attack. The transonic mach
number of this flow leads to the development of a strong and
weak shock along the upper and lower surfaces of the wing re-
spectively. This figure shows isocontours of the mach number
where the presence of the shocks are clearly identified. Finally,
In Fig. 4(c), we visualise the temperature field from flow pass-
ing over a T106C low-pressure turbine blade at Re = 80,000
to highlight applications to high Reynolds number flow simula-
tions.

4.2. Transitional turbulent flow dynamics

Transient problems in which turbulence dominates the flow
domain, or in which the transition to turbulence dominates the
simulation, remain some of the most challenging problems to
resolve in computational fluid simulations. Here, accurate nu-
merical schemes and high resolution of the domain is critical.
Moreover, any choice of scheme must be e�cient in order to ob-
tain results in computationally feasible time-scales. Tradition-
ally, highly resolved turbulence simulations, such as the Taylor-
Green vortex problem, lie firmly in the class of spectral meth-
ods. However, spectral methods typically lead to strong geom-
etry restrictions which limits the domain of interest to simple
shapes such as cuboids or cylinders.

Whilst spectral element methods may seem the ideal choice
for such simulations, particularly when the domain of interest
is geometrically complex, they can be more computationally
expensive in comparison to spectral methods. However, when
the domain of interest has a geometrically homogeneous com-
ponent – that is, the domain can be seen to be the tensor prod-
uct of a two-dimensional ‘complex’ part and a one-dimensional
segment – we can combine both the spectral element and tradi-
tional spectral methods to create a highly e�cient and spectrally
accurate technique [4].

We consider the application of this methodology to the prob-
lem of flow over a periodic hill, depicted in Fig. 5, where the
flow is periodic in both streamwise and spanwise directions.
This case is a well-established benchmark problem in the DNS
and LES communities [25], and is challenging to resolve due to
the smooth detachment of the fluid from the surface and recir-
culation region. Here we consider a Reynolds number of 2800,
normalised by the bulk velocity at the hill crest and the height
of the hill, with an appropriate body forcing term to drive the
flow over the periodic hill configuration.

The periodicity of this problem makes it an ideal candidate
for the hybrid technique described above. We therefore con-

struct a two-dimensional mesh of 3626 quadrilateral elements
at polynomial order P = 6, and exploit the domain symmetry
with a Fourier pseudospectral method consisting of 160 collo-
cation points in the spanwise direction to perform the simula-
tion. This yields a resolution of 20.9M degrees of freedom per
field variable and allows us to obtain excellent agreement with
the benchmark statistics.

4.3. Flow stability
In addition to direct numerical simulation of the full

non-linear incompressible Navier-Stokes equations, the
IncNavierStokesSolver supports global flow stability
analysis through the linearised Navier-Stokes equations with
respect to a steady or periodic base flow. This process identifies
whether a steady flow is susceptible to a fundamental change
of state when perturbed by an infinitesimal disturbance. The
linearisation takes the form

@u0

@t
+ (u0 · r)U + (U · r)u0 = �rp0 + ⌫r2u0

r · u0 = 0,

where U is the base flow and u0 is now the infinitesimal pertur-
bation. The time-independent base flow is computed through
evolving Equs. 9 to steady-state with appropriate boundary con-
ditions. For time-period base flows, the flow is sampled at reg-
ular intervals and interpolated.

The linear evolution of a perturbation under Equs. 10 can be
expressed as

u0(t) = A(t)u00

for some initial state u00, and we seek, for some arbitrary time
T, the dominant eigenvalues and eigenmodes of the operator
A(T ), which are solutions to the equation

A(T )ũ j = � jũ j.

The sign of the leading eigenvalues � j are used to establish the
global stability of the flow. An iterative Arnoldi method [26]
is applied to a discretisation M of A(T ). Repeated actions
of M are applied to the initial state u0 using the same time-
integration code as for the non-linear equations [27]. The re-
sulting sequence of vectors spans a Krylov subspace of M and,
through a partial Hessenberg reduction, the leading eigenval-
ues and eigenvectors can be e�ciently determined. The same
approach can be applied to the adjoint form of the linearised
Navier-Stokes evolution operatorA⇤ to examine the receptivity
of the flow and, in combination with the direct mode, identify
the sensitivity of the flow to base flow modification and local
feedback. The direct and adjoint methods can also be combined
to identify convective instabilities over di↵erent time horizons
⌧ in a flow by computing the leading eigenmodes of (A⇤A)(⌧).
This is referred to as transient growth analysis.

To illustrate the linear analysis capabilities of Nektar++, we
use the example of two-dimensional flow past a circular cylin-
der at Re = 42, just below the critical Reynolds number for
the onset of the Bénard-von Kármán vortex street. This is a
well-established test case for which significant analysis is avail-
able in the literature. We show in Fig. 6 the leading eigen-
modes for the direct (A) and adjoint (A⇤) linear operators for
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Figure 6: Linear stability analyses of two-dimensional flow past a circular
cylinder at Re = 42. Illustrative plots of (a) streamwise (left) and transverse
(right) components of velocity for the dominant direct mode, (b) streamwise
(left) and transverse (right) velocity for the dominant adjoint mode and (c)
structural sensitivity to base flow modification (left) and local feedback (right).

both the streamwise and cross-stream components of velocity.
The modes are characterised by the asymmetry in the stream-
wise component and symmetry in the cross-stream component.
We also note the spatial distribution of the modes with the
leading direct modes extending far downstream of the cylin-
der, while the adjoint modes are predominantly localised up-
stream but close to the cylinder. This separation is a result of
the non-normality of the A operator. We also show the struc-
tural sensitivity of the flow to base flow modification and local
feedback. The latter highlights regions where localised forcing
would have greatest impact on the flow.

4.4. Shallow water modelling

The ShallowWaterSolver simulates depth-averaged wave
equations, often referred to as “long-wave” approximations.
These equations are often used for engineering applications
where the vertical dimension of the flow is small compared
to the horizontal. Examples of applications include tidal flow,
river flooding and nearshore phenomena such as wave-induced
circulation and wave disturbances in ports.

The governing equations are derived from potential flow:
the Laplace equation inside the flow domain and appropriate
boundary conditions at the free surface and bottom. The two
key steps are (i) the expansion of the velocity potential with re-
spect to the vertical coordinate and (ii) the integration of the
Laplace equation over the fluid depth. This results in sets of
equations expressed in horizontal dimensions only. Depending
on the order of truncation in nonlinearity and dispersion, nu-
merous long-wave equations with di↵erent kinematic behavior
have been derived over the years [28, 29, 30].

Many depth-averaged equations can be written in a generic
form as

@U
@t
+ r · F(U) + D(U) = S(U) , (11)

where U = [H ,Hu ,Hv]T is the vector of conserved variables.
The horizontal velocity is denoted by u = [u(x, t) , v(x, t)]T ,
H(x, t) = ⌘(x, t) + d(x) is the total water depth, ⌘ is the free
surface elevation and d the still water depth. The flux vector

F(U) is given as

F(U) =
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, (12)

in which g is the acceleration due to gravity. The source term
S(U) contains forcing due to, for example, Coriolis e↵ects, bed-
slopes and bottom friction. Importantly, D(U) contains all the
dispersive terms. The actual form of the dispersive terms di↵ers
between di↵erent wave equations and the term can be highly
complex with many high-order mixed and spatial derivatives.

At present, the ShallowWaterSolver supports the non-
dispersive shallow-wter equations (SWE) and the weakly dis-
persive Boussinesq equations of Peregrine [28]. The SWE are
recovered if D(U) ⌘ 0 while for the Peregrine equation the ex-
pression is:

D(U) = @t
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(13)

The Boussinesq equations are solved using the wave conti-
nuity approach [31]. The momentum equations are first recast
into a scalar Helmholtz type equation and solved for the aux-
iliary variable z = r · @t (Hu). The conservative variables are
recovered in a subsequent step.

A frequently used test-case for Boussinesq models is the
scattering of a solitary wave impinging a vertical cylinder. Here
a solitary wave with nonlinearity ✏ = 0.1 is propagating over a
still water depth of 1 m (✏ = A/d, where A is the wave ampli-
tude). The initial solitary wave condition is given by Laitone’s
first order solution. The cylinder has a diameter of 4 m, giving
a Keulegan-Carpenter number well below unity and di↵raction
number on the order of 2. Hence, the viscous e↵ects are small
while the di↵raction and scattering are significant.

We compute the solution in the domain x 2 [�25 , 50] me-
ters and y 2 [�19.2 , 19.2] meters, discretized into 552 triangles
using P = 5. Snapshots of the free surface elevation at four
di↵erent times are shown in Fig. 7. In Fig. 7a the solitary wave
reaches its maximum run-up on the cylinder, while in Fig. 7b
the peak of solitary wave has reached the center of the cylin-
der and a depression in the free surface around the cylinder is
clearly visible. The propagation of the scattered, and later re-
flected from the side walls, waves are seen in Figs. 7c and 7d.

4.5. Cardiac electrophysiology
The cardiac electrical system in the heart is the signalling

mechanism used to ensure coordinated contraction and e�cient
pumping of blood. Conduction occurs due to a complex se-
quence of active ion exchanges between intracellular and extra-
cellular spaces, initiated due to a potential di↵erence between
the inside and outside of the cell exceeding a threshold, pro-
ducing an action potential. This causes a potential di↵erence
across boundaries with adjacent cells, resulting in a flow of ions
between cells and triggering an action potential in the adjacent
cell. Disease, age and infarction lead to interruption of this
signalling process and may produce abnormal conduction pat-
terns known as arrhythmias. Clinically this can be treated using
catheter ablation, however acurately selecting the most e↵ective
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(a)
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(c)
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Figure 7: Solitary wave impinging a cylinder. (a) t = 4.5 s; (b) t = 5.5 s; (c)
t = 8.5 s; (d) t = 12.5 s;

substrate modification to restore normal rhythm is often partic-
ularly challenging and may benefit from insight derived from
computer modelling.

The CardiacEPSolver models the conduction process us-
ing the monodomain equations

�

 

Cm
@u
@t
+ Iion

!

= r · �ru,

where the Iion term captures the complex movement of ions
in and out of cells and is itself modelled as a set of ordinary
di↵erential equations. Additionally, � captures the potentially
heterogeneous and anisotropic nature of the tissue which af-
fects the speed of electrical propagation. While full 3D simula-
tions of myocardium are traditionally performed, the left atrium
is su�ciently thin that it can be reasonably represented as a
two-dimensional manifold embedded in three dimensions and
solved at significantly reduced computational cost [32]. The
geometry of the left atrium is created through segmentation of
magnetic resonance images of the heart.

An example of a left atrium simulation is illustrated in Fig-
ure 8. Electrophysiological characteristics vary spatially, with
regions of scar and fibrosis more resistive to activation, re-

Figure 8: Illustrative simulation of a depolarising electrochemical wavefront
on a two-dimensional manifold representation of a human left atrium. Blue
areas denote regions of unexcited (polarised) tisue, while green denotes areas
of excited (depolarised) cells. The red areas highlight the wavefront.

sulting in more complex activation patterns. The geometry is
derived from segmented magnetic resonance imaging (MRI)
data, while tissue heterogeneity is prescribed based on late
gadolinium-enhanced MRI. A human atrial ionic model [33]
is used as the reactive term in the model and represents the ex-
changes of ions between the interior and exterior of the cell,
along with other cellular biophysics.

4.6. Biological flow
1D modelling of the vasculature (arterial network) represents

an insightful and e�cient tool for tackling problems encoun-
tered in arterial biomechanics as well as other engineering prob-
lems. In particular, 3D modelling of the vasculature is relatively
expensive. 1D modelling provides an alternative in which the
modelling assumptions provide a good balance between physi-
ological accuracy and computational e�ciency. To describe the
flow and pressure in this network we consider the conservation
of mass and momentum applied to an impermeable, deformable
tube filled with an incompressible fluid, the nonlinear system
of partial di↵erential equations presented in non-conservative
form is given by

@U
@t
+H@U
@x
= S (14)

U =
"

U
A

#

, H =
"

U A
⇢ @p
@A U

#

, S =
"

0
1
⇢

⇣

f
A � s

⌘

#

in which A is the Area (related to pressure), x is the axial coor-
dinate along the vessel, U(x, t) the axial velocity, P(x, t) is the
pressure in the tube, ⇢ is the density and finally f the frictional
force per unit length. The unknowns in equation 14 are u, A and
p; hence we must provide an explicit algebraic relationship to
close this system. Typically, closure is provided by an algebraic
relationship between A and p.

For a thin elastic tube this is given by

p = p0 + �
⇣p

A � p

A0
⌘

, � =

p
⇡hE

(1 � ⌫2)A0
(15)

where p0 is the external pressure, A0 is the initial cross-
sectional area, E is the Young’s modulus, h is the vessel wall
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Figure 9: Geometry used for the simulation. Insets show how flow and pressure
vary with time and di↵erent locations in the geometry.

thickness and ⌫ is the Poisson’s ratio. Other more elaborate
pressure - area relationships are currently being implemented
into the framework. Application of Riemann’s method of char-
acteristics to Equations 14 and 15 indicates that velocity and
area are propagated through the system by forward and back-
ward travelling waves. These waves are reflected within the
network by appropriate treatment of interfaces and boundaries
(see for example [34, 35]). The final system of equations are
discretised in the Nektar++ framework using a discontinuous
Galerkin projection.

To illustrate the capabilities of the PulseWaveSolver, a 1D
geometry was created by extracting the centreline directly from
a 3D segmentation of a carotid bifurcation (the extracted cen-
treline with the segmented geometry overlaid is shown in Fig-
ure 9). At the inlet a half-sinusoidal flow profile was applied
during the systolic phase, whist during the diastolic phase a no-
flow condition was applied. Although this profile is not rep-
resentative of the carotid wave, it is useful for demonstrating
essential dynamics of the system e.g. reflection of backward
travelling waves only during the diastolic phase. At the outflow
RCR boundary conditions were utilised [35]. These boundary
conditions take into account the peripheral resistance and com-
pliance of the vasculature. The pressure and flow results are
shown in Figure 9. The insets demonstrate that the pressure
needs about 4 cycles to reach a periodic state.

To conclude this section, we illustrate the flexibility of the
software in combining two solvers to understand mass trans-
port in the aorta. We consider the simulation of blood-flow
through a pair of intercostal branches in the decending aorta.
The three-dimensional geometry is derived from CT scans and
is meshed using a combination of tetraheda and prismatic el-
ements. Prisms are used to better capture the boundary layer
close to the wall, while tetrahedra fill the remaining interior of
the domain. The embedded manifold discretisation code can
be used to compute boundary conditions for three-dimensional
simulations where the complexity of the geometry precludes the
use of analytic conditions.

The flow is modelled using the incompressible Navier-Stokes
equations (see Section 4.1). In this case, the inlet flow profile
f in Equ. 9 is the solution of the Poisson problem, computed
using the ADRSolver, on the two-dimensional inlet boundary

surface for a prescribed body force, as shown in Fig. 10(a).
The resulting profile is imposed on the three-dimensional flow
problem as illustrated. The steady-state velocity field from the
flow simulation at Reynolds number Re = 300 is shown in
Fig. 10(b). A single boundary layer of prismatic elements is
used for this simulation and both the prismatic and tetrahedral
elements use a polynomial expansion order of P = 4. This is
su�cient to capture the boundary layer at the walls.

We now solve the advection-di↵usion equation,

r · (�Drc + cu) = 0,

to model transport of oxygen along the arterial wall. Here, c
is the concentration and u is the steady-state flow solution ob-
tained previously. D = 1/Pe is the di↵usivity of the species
considered (Pe = 7.5 ⇥ 105 for oxygen). For most of the do-
main, the non-dimensional concentration remains constant at
c = 1. However, a particularly high gradient in concentration
forms at the wall. It is this gradient which is of particular inter-
est and needs to be captured accurately. The existing mesh used
for the flow simulation is unable to resolve the gradients close
to the wall. We therefore refine the boundary layer in the wall-
normal direction using element heights following a geometric
progression. To reduce computational cost, we also exploit the
spectral/hp discretisation and reduce the polynomial order of
the prisms in the directions parallel to the wall, since the con-
centration shows negligible variation in these directions. Fur-
thermore, the domain-interior tetrahedra may also be discarded
and a dirichlet c = 1 condition imposed on the resulting interior
prism boundary.

Fig. 10(c) shows the resulting concentration gradient field on
the surface of the arterial wall. Regions of low concentration
gradient are observed upstream of the branches, while high con-
centration gradients are observed downstream. Fig.10(d) shows
close-ups of the branches to illustrate this.

5. Discussion & Future Directions

The Nektar++ framework provides a feature-rich platform
with which to develop numerical methods and solvers in the
context of high-order finite element methods. It has been de-
signed in such a way that the libraries reflect the mathematical
abstractions of the method, to simplify uptake for new users,
as well as being written in a modular way to improve the ro-
bustness of the code, minimise duplication of functionality and
promote sustainability.

Development
The development of a complex and extensive software

project such as Nektar++ necessitates the adoption of certain
development practices to enable developers to easily write new
code for their features without breaking the code for other peo-
ple. The code is managed using the git distributed version
control system [36] due to its performance, enhanced support
for branching, as well as supporting o↵-line development. All
development is performed in branches and only after rigor-
ous multi-architecture testing and internal peer-review is new
code merged into the main codebase, thereby always maintain-
ing a stable distribution. Any new bugs or feature requests
are tracked using the Trac issue-management system, which
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(a)

(b)

(c)

(d)

Figure 7: Solitary wave impinging a cylinder. (a) t = 4.5 s; (b) t = 5.5 s; (c)
t = 8.5 s; (d) t = 12.5 s;

substrate modification to restore normal rhythm is often partic-
ularly challenging and may benefit from insight derived from
computer modelling.

The CardiacEPSolver models the conduction process us-
ing the monodomain equations

�

 

Cm
@u
@t
+ Iion

!

= r · �ru,

where the Iion term captures the complex movement of ions
in and out of cells and is itself modelled as a set of ordinary
di↵erential equations. Additionally, � captures the potentially
heterogeneous and anisotropic nature of the tissue which af-
fects the speed of electrical propagation. While full 3D simula-
tions of myocardium are traditionally performed, the left atrium
is su�ciently thin that it can be reasonably represented as a
two-dimensional manifold embedded in three dimensions and
solved at significantly reduced computational cost [32]. The
geometry of the left atrium is created through segmentation of
magnetic resonance images of the heart.

An example of a left atrium simulation is illustrated in Fig-
ure 8. Electrophysiological characteristics vary spatially, with
regions of scar and fibrosis more resistive to activation, re-

Figure 8: Illustrative simulation of a depolarising electrochemical wavefront
on a two-dimensional manifold representation of a human left atrium. Blue
areas denote regions of unexcited (polarised) tisue, while green denotes areas
of excited (depolarised) cells. The red areas highlight the wavefront.

sulting in more complex activation patterns. The geometry is
derived from segmented magnetic resonance imaging (MRI)
data, while tissue heterogeneity is prescribed based on late
gadolinium-enhanced MRI. A human atrial ionic model [33]
is used as the reactive term in the model and represents the ex-
changes of ions between the interior and exterior of the cell,
along with other cellular biophysics.

4.6. Biological flow
1D modelling of the vasculature (arterial network) represents

an insightful and e�cient tool for tackling problems encoun-
tered in arterial biomechanics as well as other engineering prob-
lems. In particular, 3D modelling of the vasculature is relatively
expensive. 1D modelling provides an alternative in which the
modelling assumptions provide a good balance between physi-
ological accuracy and computational e�ciency. To describe the
flow and pressure in this network we consider the conservation
of mass and momentum applied to an impermeable, deformable
tube filled with an incompressible fluid, the nonlinear system
of partial di↵erential equations presented in non-conservative
form is given by

@U
@t
+H@U
@x
= S (14)
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in which A is the Area (related to pressure), x is the axial coor-
dinate along the vessel, U(x, t) the axial velocity, P(x, t) is the
pressure in the tube, ⇢ is the density and finally f the frictional
force per unit length. The unknowns in equation 14 are u, A and
p; hence we must provide an explicit algebraic relationship to
close this system. Typically, closure is provided by an algebraic
relationship between A and p.

For a thin elastic tube this is given by

p = p0 + �
⇣p

A � p

A0
⌘

, � =

p
⇡hE

(1 � ⌫2)A0
(15)

where p0 is the external pressure, A0 is the initial cross-
sectional area, E is the Young’s modulus, h is the vessel wall
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Examples

• Diffusion solver 

• Multiple discretisation strategies (CG/DG) 

• Experimentation and development

10



Diffusion solver
• Quick example: barebones diffusion solver 

∂tu = ε∆u 

• Uses only core library routines, CG discretisation 

• Backward Euler time integration 

• Main computational problem: solving linear system 

∆u + λu = f

11



Diffusion solver
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Create session session = LibUtilities::SessionReader
   ::CreateInstance(argc, argv);

Set up a mesh
string var = session->GetVariable(0);
mesh  = SpatialDomains::MeshGraph::Read(session);
field = MemoryManager<MultiRegions::ContField2D>
    ::AllocateSharedPtr(session, mesh, var);

Initial conditions
int nq = field->GetNpoints();
Array<OneD, double> x0(nq), x1(nq), x2(nq);
field->GetCoords(x0, x1, x2);
icond->Evaluate(
    x0, x1, x2, 0.0, field->UpdatePhys());

Parameters double epsilon = session->GetParameter("epsilon");
double delta_t = session->GetParameter("delta_t");
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Time integrate for (int n = 0; n < nSteps; ++n)
{
    Vmath::Smul(nq, -1.0/delta_t/epsilon,
                     field->GetPhys(),    1,
                     field->UpdatePhys(), 1);

    field->HelmSolve(field->GetPhys(),
                     field->UpdateCoeffs(),
                     NullFlagList,
                     factors);

    field->BwdTrans (field->GetCoeffs(),
                     field->UpdatePhys());
}

Output fldIO->Write(outFile, FieldDef, FieldData);

Diffusion solver



ADRSolver

• Solver for linear advection-diffusion-reaction 

• Various support for steady/unsteady equations 

• Unsteady advection and diffusion support CG and 
DG/HDG discretisation 

• Easy to experiment with different numerical schemes 

• Can change basis functions, polynomial order, 
timestepping scheme from through XML file

14



General linear methods
We can change time integration schemes by 

changing an entry in session file.

15

<SOLVERINFO>
  <I PROPERTY="TimeIntegrationMethod" VALUE="RungeKutta4" />
</SOLVERINFO>

<SOLVERINFO>
  <I PROPERTY="TimeIntegrationMethod" VALUE="ForwardEuler" />
</SOLVERINFO>

4th order Runge-Kutta

Forward Euler



General linear methods
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Take an ODE problem

GLM for a method with r stages and s steps:



Factory patterns

17

Time integration factory

IMEXOrder1

IMEXOrder2

ForwardEuler

DIRKOrder2

...

Application
key

IMEXOrder1

IMEXOrder1
instance

Kept modular through use of factory pattern: 
given a key and registered classes, return an object



Mixing discretisations

18

It uI I u
φt uφt 0
1 α 2 2 u φt I

• Consider the following linear system describing a 
model for image warping

• Has 2 advection + 2 Helmholtz equations 

• Appropriate schemes: hyperbolic terms in DG, 
elliptic solve in CG



Mixing discretisations

19

• Discontinuous fields hold elements, boundary 
conditions and can also do hybridised operators 

• Continuous fields augment this with a CG assembly 
map, lifting Dirichlet boundary conditions, ...

MultiRegions
x2

x1

DisContField2D

ContField2D



Experimentation
• Quite often we want to mess around with numerical 

methods and surrounding infrastructure 

• Might want to tie into new libraries to exploit 
functionality and try something out 

• C++ gives great performance but can sometimes 
be "challenging" 

• Don't want to spend hours writing interfaces without 
knowing it has some chance of success

20



Python bindings

• Nektar++ uses shared (smart) pointers extensively 

• Most 'traditional' wrappers (e.g. swig) are not good at 
dealing with this 

• Automated bindings really don't work (at least for us) 

• Focus on high-quality, handwritten high-level bindings 

• Use boost::python, has good support for 
inheritance, shared pointers

21



Syntax
#include <LibUtilities/BasicUtils/SessionReader.h>
#include <SpatialDomains/MeshGraph.h>

session = SessionReader::CreateInstance(argc, argv);
mesh    = SpatialDomains::Read(session);
cout << mesh->GetMeshDimension() << endl;

from NekPy.LibUtilities import SessionReader
from NekPy.SpatialDomains import MeshGraph

session = SessionReader.CreateInstance(sys.argv)
mesh    = MeshGraph.Read(session)
print(mesh.GetMeshDimension())

C++

Python
22



Example: mesh visualisation

• Curved mesh visualisation is an unsolved problem 

• One strategy is to create many subdivisions 

• Want to evaluate isoparametric mapping at points 
within reference element 

• Trivially parallelisable so could use GPU for 
calculation + OpenGL interop to visualise

23



Example: mesh visualisation

• Put together across a couple of weekends 

• Uses pyopencl, PyQt5, numpy and Nektar++ 
bindings 

• ~1000 lines of Python, GLSL and OpenCL 

• Pretty fast, shows proof of concept
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Conclusions
• Nektar++ gives a open-source environment for 

spectral element development 

• Flexible enough to allow users to select features 
like time integration and discretisation dynamically 

• Provides a nice environment for rapid solver 
development, including mixing discretisations 

• Python bindings are in development but show 
promise
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Thanks for listening! 

@davidmoxey 
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