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Abstract

In this report, a number of basic Monte Carlo methods for modelling polymer chains are
presented (including configurational-bias Monte Carlo and the pruned-enriched Rosenbluth
method). These are then used to investigate the behaviour of the collapse of polymer chains
around the well-studied θ-point. Additionally, a flat-histogram version of PERM is outlined
and applied to the problem of polymers both tethered to and in close proximity to an
adsorbing surface.
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1 Introduction

Experimentation in polymer physics is a difficult undertaking, given the extremely small size
and relatively complex behaviour of the average polymer. Generally, advanced techniques are
needed in order to study even the simplest properties of such chains. Given their importance in
both chemistry and biology, coupled with their widespread usage in the manufacturing industry,
it is important to be able to analyse their behaviour, and additionally predict areas of potential
research interest.

Unfortunately experimentation is costly, both in terms of time and resources, and so an al-
ternative is needed to focus this time on the most important systems. With the increasing
availablity of computing power over the past twenty years, it has become viable to study, and
more importantly, predict the behaviour of polymer chains by using computational techniques
for increasingly complex systems.

As polymers are just a chain of atoms, it is possible to model them using standard molecular
dynamics techniques, integrating the standard equations of motion over time. However, given
that many polymer chains need to be generated and standard integration methods are very
costly, this is not an efficient choice of algorithm.

Additionally, polymers have certain properties which make designing good algorithms extremely
difficult. Given a low temperature, a polymer will tend to shrink and become compact; as the
temperature increases, it becomes extremely strung out. Typically most algorithms can only be
used to grow relatively short chains.

The challenge has been to create algorithms which are able to sample all of these states in
an efficient manner. With recent advances in novel stochastic growth algorithms, it is now
possible to study these chains in a much more computationally efficient way over a broad range
of parameters. We also aim to study changes in the behaviour of the polymer as these variables
are adjusted – the so called phase transitions of the system.

The aim of this report is to outline an introduction to computational polymer physics using these
statistical methods. We will use simple models to outline the basic behaviour of an unconstrained
polymer in solvent, and a polymer attached to or placed near to an attractive surface using a
variety of algorithms.

In the next chapter, a brief overview of basic Monte Carlo methods is given, aided by the use of
two simple examples. We then move on to the study of thermodynamic systems, and the most
important properties of basic polymer chains. This is followed by a description and comparison
of the algorithms involved. Finally, the algorithms are applied to the problems mentioned above,
and some basic conclusions are drawn from the results obtained.

2 Monte Carlo Methods

2.1 What is a Monte Carlo method?

Monte Carlo methods are a general class of computational algorithms which may be employed to
simulate a variety of mathematical and physical systems; the key distinction from the “usual”
algorithms being that Monte Carlo methods are non-deterministic (or stochastic). Generally
this is because the objective is to sample from some probability space, and this usually involves
the use of random number generation.

The main use of a Monte Carlo method is in systems where it is technically unfeasible to use a
traditional algorithm. For instance, whilst it may be possible to simulate a small system of atoms
using standard ODE methods and the usual equations of motion, for large clusters of atoms
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Figure 1: Estimating π using needle throwing. Note that the length of the needle l should be
less than the distance between parallel lines, d.

the amount of computation this requires is, in general, impractical. However, by employing a
stochastic algorithm it may be possible to dramatically reduce the amount of computational
time spent on simulating the system.

Since we will be considering these systems from a purely statistical point of view, we need some
method of sampling from them in order to obtain averages. Unfortunately, given the complexity
of most spaces, there is no obvious way to achieve this; there are actually very few spaces that are
easy to sample from. However, good uniform random number generators are relatively simple
to produce and are well-documented, allowing us to sample from a uniform distribution.

Virtually all Monte Carlo methods provide us with a way of sampling from some target distri-
bution, by using another proposal distribution which is easy to sample from. The ‘closer’ the
proposal distribution is to the target, then the more efficient the method becomes.

To motivate the study of more advanced techniques, we now consider two specific examples;
the first provides an interesting method for estimating the value of π, and the other a simple
example of multi-dimensional integration using random variables.

2.1.1 Estimating π

Consider a sheet of paper containing a number of parallel lines which are equally spaced by a
distance d, and a needle which is of length l. If dropped on the table randomly, then the needle
may cross one of the lines, or it may lie between two lines. Repeating this N times, one counts
the number of times, C(N), that the needle crosses a line. This is depicted in figure 1.

Let θ denote the (acute) angle between the lines and needle, and x be the distance from the
centre of the needle to the closest line. Then, we have that 0 ≤ θ ≤ 2π, and 0 ≤ x ≤ d

2 . If

we assume that l ≤ d, then the needle will cross the line if x < l
2 sin θ. If we treat x and θ as

independent random variables which are uniformly distributed, then the probability of a needle
crossing a line is given by:

P =

∫ θ

0

∫ l

2
sin θ

0

2

πd
dx dθ

The maximal probability is clearly given when d = l, in which case P = 2
π . Interestingly, this

gives us a very easy (but clearly impractical) way of approximating π; the law of large numbers
implies that:

2

π
= lim

N→∞

C(N)

N

This result is known as the Buffon Needle Problem [20].

2.1.2 Monte Carlo Integration

Whilst it is relatively simple to evaluate many one-dimensional integrals efficiently using stan-
dard methods (classically by Gaussian quadrature), these are not suited to n-dimensional inte-
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grals. Besides the fact that the number of operations required to evaluate the integral increases
exponentially with dimension, integration over a difficult domain is a signifcant problem for
most of these methods. Many physical problems require the evaluation of multi-dimensional
integrals, and so it is important to find a more efficient technique.

For simplicity, let us consider the hypercube Ω = [0, 1]n ⊂ R
n. Suppose that we have an

integrable function f : Ω → R; our aim is to evaluate

I =

∫

Ω
f(x) dx

using a stochastic process. Now, define the function g : Rn → R by

g(x) =

{

1 x ∈ Ω

0, x /∈ Ω.

That is, g is the indicator function on the set Ω. Notice that

∫

Rn

g(x) dx =

∫

Ω
1 dx = 1

and so g simply defines a probability distribution function. Indeed, in this case, g is the uniform
distribution. Now, we can rewrite I as

I =

∫

Ω

f(x)

g(x)
· g(x) dx = 〈f/g〉g,

where 〈f〉g is the expectation of the function f with respect to g. Now by sampling xi indepen-
dently and uniformly in Ω, we obtain an estimate IN for 〈f/g〉

IN =
1

N

N
∑

k=1

f(xk)

g(xk)
=

1

N

N
∑

k=1

f(xk),

since g(xk) = 1 on Ω. As N → ∞, the law of large numbers guarantees that GN → I and so,
by taking large values of N , we can obtain an accurate approximation for I. Additionally, by
using the central limit theorem, it can be shown that the error converges at a rate of O(N− 1

2 )
– that is, independent of dimension.

The extension to a set of the form Ω = [a1, b1]×· · ·× [an, bn] ⊂ R
n is clear by taking the function

g as

g(x) =

{

1
VolΩ x ∈ Ω

0, x /∈ Ω

and applying the same method. Given a more complex domain, we cover it by a simpler set of
the above form, and by using uniform independent samples from this cover, obtain an estimate
for the volume; the same method can then be applied. Note that we do not necessarily need
to use the uniform distribution, as long as we know how to sample from it. Given the type of
function involved, the distribution can be picked to optimize the method.

2.2 Metropolis-Hastings Sampling

We now move on to the theory of Metropolis-Hastings sampling. In order to understand these
ideas, some cursory knowledge behind the theory of Markov chains is essential. The most
important results are outlined briefly in this section and are taken in most part from [19], where
they are explained in far greater detail.
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Given a state space S of some probability space with x0, . . . , xn ∈ S and A ⊆ S, a sequence of
random variables Xi ∈ S is called a Markov chain if

P(Xn+1 ∈ A | Xn = xn, . . . , X0 = x0) = P(Xn+1 ∈ A | Xn = xn) .

That is, if we know the current value of the chain, then the values that the chain will take in
the future will not depend on any previous values. Now, given a sequence with this property,
we can obtain transition probabilities between states,

P(Xn+1 ∈ A | Xn = x) =

∫

A
p(x, y) dy.

Here, p(x, y) is called the transition kernel.

A crucial property of Markov chains is that, given certain regularity conditions, the distribution
of the chain will tend towards a limit called the stationary distribution. In this case, the Markov
chain is said to be ergodic.

Given a distribution defined by a density function π(x) satisfying the detailed balance condition

π(x)p(x, y) = π(y)p(y, x)

for every x, y and for the transition kernel p of some ergodic Markov chain X, it can be proven
that π is the stationary distribution ofX. In fact, detailed balance is merely a sufficient condition
for the general balance condition

π(x) =

∫

π(y)p(x, y) dy.

Markov Chain Monte Carlo (MCMC) in most part relies on an important result known as
the ergodic theorem. Given a real function h and an ergodic Markov chain X with stationary
distribution π, consider the average

hn =
1

n

n
∑

k=1

h(Xk).

If Y has distribution π and 〈|h(Y )|〉π < ∞ then hn converges to 〈h(Y )〉π with probability 1 as
n → ∞. This is effectively a law of large numbers for ergodic Markov chains.

The general idea behind most of MCMC is conceptually simple. We wish to obtain averages for
some random variable h(Y ) from a space with probability density π, but are unsure as to how
to sample from the particular distribution (or are otherwise unable to calculate 〈h(Y )〉).

However, if we can construct an ergodic Markov chain X which has stationary distribution π,
then we simply calculate 1

n

∑n
k=1 h(Xk). The ergodic theorem then guarantees that for large

enough n we will obtain a close approximation.

Finding such a Markov chain sounds quite challenging, but in fact is reasonably simple; indeed,
there are a number of prescribed methods for creating such a chain. We will consider Metropolis-

Hastings sampling, which is one of the most commonly used techniques.

Recall that our objective is to sample from some target distribution; let S be the state space of
this distribution. Then, for every x ∈ S, we choose a density function q(x, ·) on S. Then, with
x, q(x, ·) becomes the transition kernel of some Markov chain; hopefully we pick q such that the
resulting distribution is easy to sample from (ideally, something like the uniform distribution).

If, at stage n the Markov chain has Xn = o, we sample a new state n from the distribution
defined by q. Then, we set Xn+1 = n with probability

acc(o → n) = min

(

1,
π(n)q(n, o)

π(o)q(o, n)

)

;
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Figure 2: A 10-monomer on the square lattice, with nearest-neighbour energy ǫ.

and otherwise, we set Xn+1 = o. Whilst the acceptance probability may seem rather strange, it
is chosen in such a way as to satisfy the detailed balance condition, so that

π(x)p(x, y) = π(x)q(x, y) acc(x → y)

= min (π(x)q(x, y), π(y)q(y, x))

= π(y)q(y, x)min

(

π(x)q(x, y)

π(y)q(y, x)

)

= π(y)p(y, x)

This ensures that as we measure means, by the ergodic theorem, they will converge to the correct
value.

3 Polymer Growth Algorithms

3.1 The self-avoiding walk

Polymers, whilst being quite large at the appropriate scale, are molecular-sized objects. They
are constructed from a series of smaller molecules, known as monomers which are linked together
in a chain by covalent bonds. Generally this is done in some form of regular pattern. Mostly,
polymers are associated with plastics, although they play a key role in many biological systems.

When modelling polymers in the computational sense, many different representations can be
found; generally, they can be classified into two groups – lattice, and off-lattice. In the first case,
monomers are placed on the vertices of a lattice structure, with bonds between consecutively
numbered monomers represented by the paths between vertices. An off-lattice method, as the
name suggests, does not use such a lattice structure (but many lattice methods can be generalised
to off-lattice cases). We will only consider lattice methods with simple geometries, such as the
square lattice (2-dimensional) and simple cubic lattice (3-dimensional) – another popular model
uses the face-centred cubic lattice.

Generally polymers do not self-intersect, so with either method, it must be ensured that the
chain is not allowed to intersect itself (i.e. in the lattice case, no path contains a vertex more
than once). To make this model more realistic, we also assign an attractive energy ǫ < 0 between
pairs of neighbouring, but non-bonded monomers; no consideration is given to any monomers
lying more than one lattice unit distance away. An example of a polymer on the square lattice is
given in figure 2. The major task is to devise a way of efficiently generating many self-avoiding
walks (SAWs) of this type of a specific length, measuring important averages which quantify
particular behaviour.

Whilst this model may or may not be an accurate physical representation of an actual polymer,
there are still significant computational problems to overcome. Sampling from this space is not
at first obvious. Naively, by treating the space as a probabalistic ensemble, we could perform
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a complete enumeration of the space, and calculate properties for each walk along with the
associated probability of obtaining the walk. (Note that the space of finite-length SAWs is
unbounded, but we assume that the walk is translation invariant and hence always starts from
the origin). From this, it is easy to calculate the required averages for the observed quantities.

Unfortunately, this is extremely impractical for even the shortest of chains, simply because of
the number of SAWs that need to be considered. Indeed, the number of walks of length n, Cn

obeys [10]
Cn ∼ µnnγ−1, n → ∞, (1)

where µ is called the connective constant and γ = 45/36 for the square lattice, and the relation
∼ denotes an asymptotic approximation

f(n) ∼ g(n) as n → ∞ ⇔ lim
n→∞

f(n)

g(n)
= 1.

This makes any sort of complete enumeration technically unfeasible, as we are generally inter-
ested in chains of reasonably long lengths. In fact for the simple cubic lattice, Cn ∼ 4.7n and so
to store 1 byte of information for all walks of length 15 would require around 10GB of computer
memory. Additionally, the amount of time required to generate all random walks of length
n will scale exponentially as O(4.7n). Considering that numerical algorithms usually scale as
O(n logn) or O(np) for some power p, this is clearly not going to be an efficient way to generate
walks.

However, as we have previously seen, an appropriate Monte Carlo method could allow us to
sample efficiently from the space, either by using a Metropolis scheme or some other technique.
In the rest of this section, we describe a number of such algorithms, provide a discussion of their
implementation and the advantages and disadvantages of each.

3.2 Basic Statistical Mechanics

Before considering the different algorithms, it is important to understand some of the key ideas
from statistical mechanics, and how they apply to our circumstances. This section is not meant
to be an exhaustive overview, but an extremely quick introduction outlining some of the funda-
mental ideas for the setting of the algorithms.

The simulations we will perform regard any generated polymer chain as being one particular
state in a thermodynamic system which is dependent upon certain parameters. Mostly, we will
be interested in the temperature of the system, and the quality of the solvent in which the
polymer lies.

Given a set Γ which enumerates the states of the system, we wish to make a distribution which
gives the probability of a randomly chosen configuration being in a particular state. Given
n ∈ Γ with energy En at temperature T , it can be shown that the weighting assigned to n is
proportional to the Boltzmann factor, e−En/kBT , where kB is the Boltzmann constant.

It is important to note that the Boltzmann factors by themselves cannot give a probability
distribution, since they are not normalized. However, by introducing a normalizing factor we
can correct this issue. The probability that the system is in state n is hence given by

pn =
Cne

−En/kBT

Z(T )
,

where Cn is the number of states having energy En, and Z(T ) is the partition function, given
by

Z(T ) =
∑

n∈Γ

Cne
−En/kBT .
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The probabilities pi then give the Boltzmann distribution. It should be noted that the parti-
tion function can also depend on more than a single variable T , according to the particular
thermodynamic system, and we will use this later. Generally, we write

Z(β) =
∑

n

Cne
−βEn

with β = 1/kBT . Z is an extremely important function, as it encodes a lot of the information
about the thermodynamic system without needing to explicity measure these quantities. For
example, the average energy of the system is given by:

〈E〉 =
∑

n

pnEn =
1

Z(β)

∑

n

CnEne
−βEn = −

1

Z

∂

∂β
Z(β) = −

∂

∂β
logZ(β).

Another important quantity is the heat capacity, CV , which gives an indication as to the amount
of heat that a body can store as temperature changes, and is defined as

CV =
∂

∂T
〈E〉 = −

∂

∂T

(

∂

∂β
logZ(β)

)

=
1

kBT 2

∂2

∂β2
logZ(β). (2)

In particular, the heat capacity will help us to identify areas of phase transition for a polymer
chain. We call −kBT logZ(β) the free energy of the system.

3.3 Simple Sampling

We now consider a series of stochastic growth algorithms, in which chains are ‘grown’ by laying
down one monomer at a time. Amongst the simplest is a procedure called “simple sampling” [2],
running as follows:

1. Place the first monomer at the origin.

2. Choose a direction from the k available directions, where k is the coordination number of
the lattice – the number of paths connected to each vertex (for example, k = 6 for the
simple cubic lattice and k = 4 for the square lattice).

3. If the direction is already taken, stop growing the chain, remove all monomers and return
to the first step.

4. Repeat step 2 until the chain is grown to the desired length.

5. Collect statistics about this chain.

Clearly because we are choosing randomly from every direction, including those that are blocked,
grown chains will be generated with equal probability and also be independent of one another.
Unfortunately, for a lattice with coordination number k, this restriction leads to a serious prob-
lem. Namely, we have that the probability of generating a SAW of length n, Psaw(n) is given
by

Psaw(n) ∼
µnnγ−1

kn
= nγ−1e−λn ∼ e−λn

for large values of n, where the first asymptotic expansion is given by eq. (1), and λ = log(k/µ)
is the attrition constant. Since λ > 0 [12], this then implies that Psaw(n) decreases exponentially
with n. Whilst simple to implement and understand, this is clearly not a good algorithm!

3.4 The Rosenbluth and Rosenbluth Algorithm

The origins of the enumeration problem date back to the late 1940s, when the cubic lattice was
first offered as a possible model for polymer chains. In 1955, Rosenbluth and Rosenbluth [18]
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Figure 3: Comparing simple and Rosenbluth sampling techniques. Whilst the simple sampling
algorithm must consider all possible walks at every step, the Rosenbluth method allows us to
ignore those sites which are already taken, leading to a much higher probability that the walk
will finish.

presented one of the first statistical methods able to sample configurations for large chain lengths.
Up until this point, authors had relied solely on a complete enumeration and concentrated on
smaller chain lengths, generally in the region of n ≤ 20.

The idea is a relatively simple example of importance sampling. In the simple sampling method,
at each stage we chose a direction to continue growth at random, regardless of whether monomers
were already placed there. This ensured chains were generated with equal probability, and the
values we obtained for averages were sampled from the correct distribution.

On the other hand, if we deliberately choose to ignore blocked directions, then we will no
longer be uniformly sampling and the results will be biased. However, by assigning a weight
to each chain generated by this algorithm, the bias in any observed values can be altered to
bring the averages back towards the correct value. Additionally, Psaw(n) will no longer decrease
exponentially, making the algorithm much faster.

During the simulation we attempt to generate M chains of length l, and measure an observ-
able value A for each chain generated. The algorithm, as described in [5], for generating a
configuration n runs as follows:

1. Place the first monomer at the origin, and denote its energy by u0. Define the Rosenbluth

weight of this monomer as w0 = k exp(−βu0), where k is the coordination number of the
lattice.

2. To insert the i-th monomer, consider the k possible trial directions adjacent to the previous
monomer. Let the energy of the j-th trial position be denoted by ui(j), and then from
these k directions, choose one with probability

pi(j) =
exp(−βui(j))

wi

where β = 1/kBT as before, and with wi being the sum of the weights of the trial directions,

wi =
k

∑

j=1

exp(−βui(j)).

The energy ui(j) does not include any interactions with any of the subsequent monomers
i+ 1, . . . , N . Note that if the trial direction is blocked then we set ui(j) = ∞, giving that
direction weight 0.
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3. Repeat step 2 until the entire chain is grown. Then, compute the total Rosenbluth factor
of this configuration as

W (n) =
l

∏

i=0

wi.

Note that the probability of generating a particular configuration using the Rosenbluth algorithm
is given by

P (n) =
l

∏

i=1

exp(−βui(j))

wi
= kl

exp(−βU(n))

W (n)
, (3)

where U(n) denotes the total energy of the chain. Note that these probabilities are normalized
(that is, the sum of P (n) over all possible conformations is equal to 1). Now, denote the
Rosenbluth ensemble average 〈·〉R by:

〈A〉R =

∑M
n=1W (n)A(n)
∑M

n=1W (n)

The label R is important here, since as mentioned above, the algorithm does not generate chains
with the correct Boltzmann weight and hence the samples will not be from the Boltzmann
distribution.1 However, notice that

〈A〉R =

∑

nW (n)A(n)P (n)
∑

nW (n)P (n)
=

∑

nW (n)A(n)
(

kl exp(−βU(n))
W (n)

)

∑

nW (n)
(

kl exp(−βU(n))
W (n)

)

=

∑

nA(n) exp(−βU(n))
∑

n exp(−βU(n))

= 〈A〉

Hence to obtain an approximation for 〈A〉, we simply calculate

〈A〉 ≈

∑M
n=1W (n)A(n)
∑M

n=1W (n)
.

Whilst the Rosenbluth and Rosenbluth method is certainly a better approach than attempting
to completely enumerate the space, there are still two major problems to overcome. Firstly, the
weights are liable to change drastically in magnitude, and so those configurations with large
W (n) tend to dominate the average values we obtain. (An additional technical factor is that
the size of the weights can lead to overflow problems; they must be stored in double precision
variables to overcome this.) Somewhat more importantly, the method is extremely susceptible
to a problem with all of the growth algorithms being considered; namely, it is easy for the walk
to get trapped (see figure 4).

If the walk does become trapped, then it is clear that at this step, wi = 0. Importantly, the con-
figuration still appears in the calculations of ensemble averages with weight zero. Subsequently,
if too many walks become trapped, many more chains will need to be generated in order to
obtain accurate results.

A minimal example is given in figure 3(b). We see that at each stage apart from the initial
stage, there are only k − 1 trial directions, since one will always be blocked by the preceding
monomer. At the 10th stage of construction, three of the trial directions are blocked. To counter
this problem, we set the respective energies being equal to ∞, which gives 0 as the weights for
these directions. Hence, we choose the only direction available with probability 1.

1For further information and an example of this, see [5], example 13.
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Figure 4: The Rosenbluth method becoming trapped; on the left, the algorithm chooses the
top direction, leaving the walk blocked in by the other monomers.

3.5 Configurational-Bias Monte Carlo

Configurational-Bias Monte Carlo (CBMC) is an attempt to improve upon the Rosenbluth
sampling technique outlined above. Since the method is biased, the algorithm does not sample
from the Boltzmann distribution, relying on a re-weighting that requires a large amount of
computational effort to produce correct results for longer chains.

In configurational-bias Monte Carlo, instead of re-weighting the ensemble averages, we employ a
Metropolis-type rejection technique to remove the bias, effectively allowing us to sample straight
from the target distribution. (Additionally, this also helps to reduce the chances of an overflow
error occurring as the sum of weights no longer need to be stored in memory.)

The algorithm assumes we already have an initial starting configuration o, with Rosenbluth
weight W (o). Then run through the following steps:

1. Generate a new trial move n using the Rosenbluth scheme and compute its Rosenbluth
weight W (n).

2. Accept the trial move from o → n with a probability

acc(o → n) = min

(

1,
W (n)

W (o)

)

.

3. If the new configuration is accepted, set o = n. Repeat step 1 until M chains have been
generated.

The justification that this algorithm samples from the Boltzmann distribution is reasonably
simple. Note that, by eq. 3, we see that the probability of generating a particular conformation
is given by

P(o → n) =
exp(−βU(n))

W (n)
, P(n → o) =

exp(−βU(o))

W (o)
.

Hence, the detailed balance condition implies that

acc(o → n)

acc(n → o)
=

W (n)

W (o)

and the acceptance criterion in step 3 guarantees this.

We measure an observable A after the trial move has been generated in step 1. If the chain is
accepted, then its contribution is added towards the ensemble average. Otherwise, we add the
value measured from the old conformation.

3.6 The Pruned and Enriched Rosenbluth Method (PERM)

The pruned-enriched Rosenbluth method [16] is another attempt to correct some of the issues
with the Rosenbluth method. Unlike CBMC, we do not use a Metropolis-type scheme, but again
rely on the re-weighting of observed quantities.
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The concept behind the improvement is relatively simple; we wish to encourage the growth of
‘good’ chains, and stop ‘bad’ chains before they waste too much computational time. Obviously
we need some notion of ‘good’ and ‘bad’, and this is obtained by looking at the relative weights
of the chains being generated.

If the weight is large, then it is likely that this chain will reach the desired length without
becoming trapped. We encourage the growth of these chains by making copies of them and
reducing their weights accordingly – this is the enrichment step.

Likewise, if the weight becomes too small then it is likely that it will become trapped. In this
case, we prune; that is, stop further growth with a certain probability, and otherwise increase
the weight of the chain and continue growing.

Notice that the objective is to keep the weight of the generated chains roughly constant, cor-
recting one of the most significant problems with the Rosenbluth method. The algorithm for
generating polymers of length l (as stated in [17]) is outlined below:

1. Place the first monomer at the origin.

2. At the n-th stage of construction, define the partial weight of the chain to be

Wn =
n−1
∏

k=0

e−βEk .

(Recall that Ek is the energy of the k-th monomer, and so e−βEk is the associated Boltz-
mann factor.)

Choose a free direction from those available at random (i.e. with equal probability). If
there are no free directions, assign this chain weight 0 and return to step 1.

3. If Wn > W>, where W> is some parameter denoting upper bound on the weight of the
chain, then make two copies of the chain, each with weight 1

2Wn, and continue to grow
each one independently.

4. If Wn < W< then stop the growth of the polymer with probability 1/2; otherwise, set the
weight of the polymer to be 2Wn and continue growing.

5. Repeat steps 2-5 until the desired length is reached.

Then, ensemble averages of an observable A can be calculated by

〈A〉 =

∑M
n=1A(n)W (n)
∑M

n=1W (n)

as in the Rosenbluth method. Intuitively, the independent growth at the branching point in
step 3 would be done in parallel, growing lots of chains at the same time. However, due to
the unknown number of branchings, this makes the parallelization of the algorithm difficult and
somewhat impractical.

Instead, we make use of a stack. At the n-th stage, we place the monomers at the top of the
stack, and then remove them when we get to the end of the chain. Of course, the easiest way
of accomplish this is by the use of a recursive algorithm; the pseudo-code for this is outlined in
the appendix.

Notice that the PERM algorithm depends on two parameters, W> and W<, the upper and lower
thresholds for pruning/enrichment. The efficiency of the algorithm is almost entirely dependent
upon the correct choices of these parameters, and as such naive choices can lead to too much
enrichment or too much pruning.
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Let us assume that we set W> = W< = 0, such that no pruning occurs and only enrichment
is allowed at every step. Then, assuming that the walk does not become trapped, we have
that for a chain of length N there will be O(2N+1) subroutine calls. Alternatively, if too much
pruning is allowed (i.e. W< is too high), then too few walks will be completed to obtain accurate
measurements.

As such PERM can be somewhat unpredictable in terms of its efficiency, and parameters need
to be chosen carefully to allow the method to work optimally. Additionally (as noted by the
authors), the method performs quite badly at low temperatures unless the parameters are chosen
extremely carefully. However, given the correct temperature range, the method is extremely
efficient, capable of generating very high numbers of configurations in only a few hours of CPU
time.

There have been several improvements to the PERM method, mostly aimed towards making
the algorithm show this same performance for low temperature simulations. We consider an
algorithm of this type, and also another which adapts PERM to use a Metropolis-style rejection
sampling (as per the CBMC method). Neither of these algorithms have been implemented as a
part of this project, but are included for completeness.

3.6.1 New PERM (nPERM)

nPERM [8] modifies the PERM method in two respects with the aim of finding better perfor-
mance at low temperature ranges. Instead of (effectively) creating two identical copies of the
same chain, we try to diversify the range of chains that PERM is generating by branching more
than twice at each stage, and ensuring that these different branches are distinct.

So, at a particular stage of construction, assuming that the number of available sites kfree ≥ 2,
we choose 2 ≤ k ≤ kfree different sites, and ensure that the algorithm grows from each of these
accordingly. (With regular PERM, and kfree = 2, there is only a 50% possibility that the chains
will be distinct at each stage.)

Of course, the value of k is also important for the efficiency of the algorithm. With nPERM, we
pick:

k = min
(

kfree, ⌈W
pred/W>⌉

)

,

where W pred estimates a prediction for the weight. This is done by using a ‘Markovian antici-
pation’ technique, similar to that outlined in [6], § 4.2. With these two techniques, nPERM has
offered a significant speed improvement over PERM for low-temperature runs, and also reduced
the sensitivity of PERM to the parameters being used.

As noted in [8], this method can be used to search for the ground states (i.e. those states with
lowest energy) of a particular type of polymer. In fact, the efficiency in this case can be improved
by the use of a rejection sampling technique, as in CBMC.

3.6.2 Dynamic PERM

As with the Rosenbluth method, PERM is a static algorithm; that is, many chains are grown
independently of one another. CBMC is dynamic; i.e. it uses the result from the previous
conformation to generate new chains.

Dynamic PERM (dPERM) combines PERM and rejection sampling in the same way that CBMC
uses the Rosenbluth method and the Metropolis scheme. A more explicit description is given
in [4], including a derivation of the acceptance rule from the detailed balance condition. The main
difference is that an initial pool of chains are generated using PERM instead of the Rosenbluth
method.
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Figure 5: Finding the power law exponent ν for 〈R2
n〉 using both the CBMC (top) and PERM

(bottom) algorithms.

As noted in the paper, for single chains there is no significant improvement over any of the other
techniques listed so far. However, the dynamic techniques are more efficient when considering
a system of polymer chains, since there is no need to grow each from scratch; we simply pick
one at random and make a trial move. As mentioned above, they can also be used to improve
algorithms like nPERM under certain circumstances.

4 Initial Results

As a part of the project, both the CBMC and PERM algorithms were implemented. In this
section, we will perform two basic experiments to check the validity of the implementations
against known results, and to draw some basic comparisons between the methods. Firstly, we
test the generation of self-avoiding walks from the origin, with no consideration for the attractive
energy term. Secondly, we investigate the commonly observed θ-point collapse of polymer chains.

4.1 Generating self-avoiding walks

The initial tests for both the CBMC and PERM algorithms involved generating self-avoiding
walks on both the square and simple cubic lattice, without any attractive energy ǫ.

Whilst many properties of the self-avoiding walk are known, perhaps the simplest to measure
is the mean-square end-to-end distance. For a walk starting from the origin ~0 containing M
monomers with each monomer i having respective lattice co-ordinates ~ri, we define the square
end-to-end distance R2

M by
R2

M = ‖ ~rM‖2,

where ‖ · ‖ denotes the standard Euclidean norm on R
n (we assume that the lattice is contained

within Euclidean space). The mean-square end-to-end distance 〈R2
n〉 is given by the ensemble
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average of chains of length n. It is believed that, for the self-avoiding walk on a lattice, 〈R2
n〉

obeys a simple power law in the asymptotic limit,

〈Rn〉 ∼ nν and 〈R2
n〉 ∼ Bn2ν , n → ∞,

where the exponent ν depends on the dimensionality of the particular lattice. For the square
lattice, it has been proven [15] that ν = 3/4. Exact results are not known for the simple cubic
lattice2, but approximations show that ν ≈ 0.592 [7].

For CBMC, chains of up to length 200 were generated for the simple cubic lattice and 140 for
the square lattice. Due to the use of an acceptance rule in CBMC, obtaining values for 〈R2

n〉 in
range of values 0 ≤ n ≤ N requires that a chain is grown from length 0 → n and run through
the acceptance rule before statistics are collected (otherwise we may not be sampling from the
Boltzmann distribution). So to generate statistics for 〈R2

n〉, a subroutine call must be made for
each n.

In contrast, since PERM uses a recursive algorithm, it is able to calculate the values of 〈R2
n〉

for all n in a single call to the subroutine (see the appendix for pseudo-code). By using the
upper and lower thresholds outlined in [8], the PERM algorithm was able to generate chains of
up to length 1,000 for both lattices. For both algorithms, 107 chains were generated to calculate
accurate ensemble averages.

Initial simulations with the algorithms generated the results shown in figure 5. We visualise
both 〈R2

n〉 against n, and a logarithmic plot of the same values. From the latter diagrams, it
is easy to see that 2ν ≈ 3/2 for the square lattice, and 2ν ≈ 6/5 for the simple cubic lattice.
These results were confirmed by using standard linear regression techniques.

Error calculations for both CBMC and especially PERM are not straightforward. However,
to obtain a basic approximation as to the accuracy of the results, 8 independent runs were
performed, each using a different seed for the required psuedorandom number generator. Each
process generated around 108 chains on the simple cubic lattice up to a maximum chain length
of 200 monomers.

From these seperate runs, the mean values and standard deviation were calculated and are shown
in table 1. As can be clearly seen, the methods certainly appear to be generating consistant and
correct data, as the standard deviation is small compared to 〈R2

n〉.

Note that the standard deviation for the PERM results is significantly smaller than that for
CBMC. This is mostly due to the fact that whilst 107 initial subroutine calls were made, this
number cannot be kept constant since PERM is recursive (although it remains roughly constant
– see figure 9).

Additionally, whilst the acceptance rate for CBMC drops to around 10% for n = 200 on the
simple cubic lattice, for the square lattice that figure is around 0.01%, making the algorithm
extremely inefficient for even moderately long chain lengths (see figure 8).

4.2 Polymer collapse and the θ point

A common phenomenon in polymer physics is the collapse of polymer chains. At high temper-
atures polymers tend to be strung out over large areas; as the temperature is decreased past a
certain critical point, there is a sudden change in the behaviour of the polymer, becoming much
more compact and globular-like in shape.

2[9] outlines a proof that, for the simple cubic lattice, the root-mean-square value 〈R2〉rms =
√

〈R2〉 has
ν = 7/12, but this is yet to be published.
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〈R2
n〉

n CBMC PERM

5 7.2340± 0.0002 7.2340± 0.0004
10 16.818 ± 0.001 16.8180± 0.0007
25 50.629 ± 0.006 50.627 ± 0.004
50 116.066 ± 0.022 116.007 ± 0.006
75 188.263 ± 0.046 188.258 ± 0.015
100 265.214 ± 0.109 265.162 ± 0.021
150 429.237 ± 0.237 429.308 ± 0.015
200 603.594 ± 0.691 603.956 ± 0.055

Table 1: Error estimates for the CBMC and PERM methods on the simple cubic lattice.

To simulate this, we now reintroduce the attractive monomer-monomer energy ǫ. In this case,
it is generally understood [14] that 〈R2

n〉 still obeys the power law

〈R2
n〉 ∼ nγ , n → ∞,

but the exponent γ now depends upon the value φ = −ǫ/kBT = −ǫβ. Note that the Boltzmann
factor at each step of construction is of the form exp(−mǫβ) = exp(mφ), where m is the number
of monomer-monomer contacts, giving some indication as to why φ is an important property.

(As a technical note, since we know the upper limit on the number of monomer-monomer
contacts, there can only be this number of Boltzmann factors at any particular stage. By storing
these values in an array instead of calculating them explicitly at each stage, the algorithm can
benefit from a significant speed increase).

In this case, as the value of φ decreases past a certain critical point, known as the θ point, we
see the same collapsing polymer behaviour. Whilst there are no exact values for this point, it is
believed that θ ≈ 0.274 [14, 13].

Both the CBMC and PERM routines were adapted to include the attractive monomer-monomer
energy, and simulations over a variety of different values of φ near the θ point were recorded on
the simple cubic lattice. Various chain lengths were used; for CBMC, a maximum length of 200
was imposed, whereas for PERM the limit was decreased to 400 monomers.

The results can be seen in figure 6. From the logarithmic plots, we can see that the θ point does
indeed lie close to 0.274. Again, a simple regression check confirmed that the gradient is very
close to 1 for this value of φ.

To further check the results were valid, figure 7 shows a plot of 〈R2
n〉/n (the “swelling factor” of

R2
n) against 1/ log n, a result measured in [16].

4.3 Conclusions

Whilst both methods produced nearly identically correct results, CBMC does suffer significantly
from a very high rejection rate for longer polymers. This makes obtaining accurate results
extremely difficult, since many more chains need to be generated in order to get near the true
values.

Figure 8 shows a plot of the percentage of configurations accepted against the chain length, n.
As is clear from the plot, for longer chain lengths very few are accepted, leading to incorrect
results. Unfortunately, this is due to the large variation of weights obtained from the Rosenbluth
method, making CBMC an unattractive choice for modelling a single polymer in free space.
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CBMC PERM

n Runtime n Runtime

φ = 0.0 108 32:57:12 108 00:48:24
φ = 0.274 2× 107 05:44:35 108 01:26:18

Table 2: CPU time required for the CBMC and PERM methods. All jobs were run using
2.6GHz AMD Opteron processors, having 512MB RAM available.

On the other hand, PERM is an excellent choice of algorithm for this system. Since the temper-
atures involved are relatively high, with sensible choices of parameters it can be made extremely
efficient. For instance, it is not unreasonable for PERM to generate in the order of 109 chains
given less than half a day of CPU time on a reasonably fast machine.

As mentioned before, when dealing with an arbitrary number of chains (as opposed to a single
chain in our case), CBMC may outperform PERM, since each chain will not need to be grown
from scratch. As such, it is somewhat unfair to draw a comparison between the CPU time
required for each algorithm. However, a brief overview of runtimes encountered is given in
table 2.

5 Flat Histogram PERM

An inherent problem with both CBMC and PERM is their inability to generate correct statistics
for low-temperature polymers. The reason for this is the same in either choice of algorithm.
Given T1 < T2, we see that β1 > β2; since ǫ < 0, the Boltzmann factors for monomer-monomer
interaction satisfy exp(−ǫβ1) > exp(−ǫβ2).

Since the bias introduced for both methods favours choosing directions that have larger Boltz-
mann factors, the generated walks become more compact as the temperature increases. This
then increases the probability that the walk will become trapped at some point before the desired
length.

To illustrate this point, consider figure 9, where we measure the number of chains generated at
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Figure 9: Number of chains of length n plotted against n for the PERM algorithm at inverse
temperatures φ = 0.274, 1.0, 1.5, 2.0 and 4.0. As the temperature decreases, PERM becomes
extremely inefficient. Each run here started with 107 initial subroutine calls.

each step by PERM for increasing values of φ. Whilst the number remains reasonably constant
for φ = 0.274, as soon as the temperature is decreased too much, the method suffers immensely
from the small quantity of chains being generated. In this regard, at low temperatures both
CBMC and PERM suffer greatly.

Whilst nPERM improves upon the performance of PERM somewhat at these lower tempera-
tures, there is still the significant problem that some areas of the space of configurations (namely,
those with many or very few contacts) will not be sampled. A new algorithm, called the “flat
histogram” version of PERM – or flatPERM – has been created [17] which, as the name implies,
is designed to sample evenly from the entire configuration space.

The way this is done is, in fact, relatively simple. Normally PERM is used in the thermal sense;
as we have seen above, it is used to find an estimate for a the partition function Zn(β) at a
specific inverse temperature β. However, it is very easy to modify PERM to estimate the total
number of configurations of length n, given by Cn.

Furthermore, we can ‘break down’ this picture even further; every polymer chain must addition-
ally have a certain number of monomer-monomer contacts m. This is called the microcanonical

ensemble, as it is the simplest representation of our polymer chain. flatPERM is a modifi-
cation of PERM that attempts to estimate the number of configurations of length n with m
monomer-monomer contacts, Cn,m. This is known as the density of states.

5.1 The algorithm

In order to estimate the density of states, we first need to see how the PERM algorithm can be
modified to find Cn. We define an to be the number of ways that a particular configuration ϕn

of length n, can be extended. Then, define the weight of ϕn to be

Wn =
n−1
∏

k=0

ak.
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We can then obtain an estimate for the total number of configurations Cest
n by looking at all

generated chains of length n, ϕ
(i)
n , by evaluating

Cest
n = 〈Wn〉 =

1

S

∑

i

W (i)
n .

The mean is taken with respect to the total number of initial growth chains S (and thus includes
configurations which may not have reached length n). Although this differs slightly from the
original Rosenbluth algorithm, in which we consider the Boltzmann factors of the associated
monomers, we can obtain an estimate of the partition function by calculating

Zest
n (β) =

∑

i

W (i)
n exp(−βE(i)

n ),

where E
(i)
n is the energy of ϕ(i). This then recovers the Boltzmann factors, effectively giving us an

implementation of the Rosenbluth algorithm in a slightly different fashion. We now reintroduce
the pruning and enrichment, but using the nPERM technique of weight prediction [8]. Set

r = W
(i)
n /Cest

n . Then we enrich if r > 1, or else prune if r < 1.

Notice that unlike the original PERM algorithm, we constantly prune or enrich at every stage
of construction. This helps us to investigate the entire configuration space, and the choice of r
ensures that the weights are as close as possible to Cest

n .

• r > 1: enrichment step. Make c = min(⌊r⌋, an) distinct copies, each with weight 1
cW

(i)
n as

in nPERM.

• r < 1: pruning step. Continue growing with probability r and weight 1
rW

(i)
n = Cest

n ;
otherwise, stop growth of this chain.

At this point, we would usually choose to apply PERM to a thermal ensemble, by estimating the
partition function as mentioned above. However, at this step it is extremely simple to estimate
Cn,m, given by

Cest
n,m = 〈Wn,m〉 =

1

S

∑

i

W (i)
n,m,

that is, the mean over all generated samples ϕ
(i)
n,m of length n and size m, with respective weights

W
(i)
n,m. To do this, we change the pruning and enrichment procedures above by replacing Cest

n

with Cest
n,m and using r = W

(i)
n,m/Cest

n,m.

More intuitively, through the use of pruning and enrichment to keep weights approximately
constant, PERM ensures that the number of samples of length n will be kept roughly constant.
Indeed, figure 9 shows this is the case for φ = 0.274. So, in some respects, PERM is already a
flat histogram method.

However, since no attention is paid to the number of monomer-monomer contacts, it is very
likely that many areas of the configuration space with very many or very few contacts will
be sampled, in proportion to the number of samples obtained. By obtaining microcanonical
estimates for Cn,m and using the flat-histogram tendencies of PERM, we ensure that most of
the configuration space is sampled during our run.

For an observable value A
(i)
n,m of a configuration ϕ

(i)
n,m, estimates for the average value of An,m

can be obtained by collecting weighted sums of the observables,

Aest
n,m =

〈An,mWn,m〉

〈Wn,m〉
=

∑

iA
(i)
n,mW

(i)
n,m

∑

iW
(i)
n,m

.
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Figure 10: Base-10 logarithm of Cn,m (left) and Sn,m (right) against the internal energy m/n
and chain length n on the simple cubic lattice.

From these values, we can obtain an estimate for the expected value of An at an inverse tem-
perature β by calculating

Aest
n (β) =

∑

mAest
n,mCest

n,m exp(−βEm)
∑

mCest
n,m exp(−βEm)

=

∑

m

∑

iA
(i)
n,mW

(i)
n,m exp(−βEm)

∑

m

∑

iW
(i)
n,m exp(−βEm)

. (4)

Notice that the last expression is independent of S. Additionally, we can see that only two

2-dimensional arrays are required for the entire algorithm; one to store
∑

iA
(i)
n,mW

(i)
n,m, and the

other to store
∑

iW
(i)
n,m. The latter can be used to obtain Cest

n,m and hence r during pruning/en-
richment.

5.2 Initial applications

The first runs using the flatPERM algorithm checked that the program output was consistent
with the results outlined in [17]. The same model was used; as before, the polymer was allowed to
grow in free space with attractive monomer-monomer energy ǫ. All of these runs were performed
on the simple cubic lattice.

Since in this scenario we are no longer favouring walks with higher Boltzmann factors, the
algorithm is effectively generating self-avoiding walks with ǫ = 0. PERM is extremely efficient
at doing this, and so flatPERM should provide an excellent alternative.

This time, both Cest
n,m and Sn,m were measured and the results can be seen in figure 10. The

plot of log10 Sn,m clearly shows why flatPERM is called a flat-histogram method. Although
Sn,m decreases somewhat as the internal energy m/n (i.e. number of contacts per chain) tends
approaches 1, there are no chains with m = n and so this is to be expected. Everywhere else in
the configuration space is reasonably evenly covered.

The real power of the flatPERM algorithm is that we can recover statistics on the polymer at
any given temperature in only one simulation; both CBMC and PERM require that a separate
simulation be run for every temperature. Whilst a single flatPERM simulation may take more
time to run than one PERM/CBMC, much more information can be obtained about the polymer
at both very high and very low temperatures.

As an example of how this additional information can help discover and predict new phenomenon,
we now consider two final examples involving attractive surfaces, and try to build a phase
diagram showing the different behaviour of the polymer chain for a variety of parameters.
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Figure 11: An example of a polymer tethered to an attractive surface. The long red line
denotes the surface, with blue dots denoting points of contact with the surface and blue lines
being bonds across the surface. The first monomer is always attached to the surface.

5.3 Tethered polymers

In this first example, we consider the problem of a polymer chain tethered to an attractive
surface at a single point (as illustrated by figure 11), as in [11]. The aim is to investigate
and identify changes in the behaviour of an average polymer as the attractive energies between
surface/monomer and monomer/monomer are varied – i.e. discover potential areas of phase
transition.

With the polymer now being allowed to interact with a surface, our microcanonical ensem-
ble must also be parametrised by ns, the number of monomer-surface interactions. Hence we
will wish to approximate Cn,ns,nm

; that is, the number of configurations of length n, with ns

monomer-surface contacts and nm monomer-monomer contacts.

Although we only considered the density of states of a system involving a single parameter m in
the previous section, the extension to two parameters is reasonably clear. Simply substituting

Cn,nm,ns
for Cn,m and using r = W

(i)
n,ns,nm

/Cest
n,nm,ns

will change flatPERM from one to two
parameters.

We also consider an attractive monomer-surface energy ǫs < 0, which may not be the same as
the monomer-monomer energy ǫm. Then the energy of any particular configuration ϕn of length
n is given by

En(ϕn) = ǫsns + ǫmnm,

where ns, nm are defined as above. Hence, the partition function for all chains of length n is
given by

Zn(β) =
∑

nm,ns

Cn,nm,ns
exp(−βEn).

By defining βm = ǫmβ and βs = ǫsβ we obtain

Zn(βm, βs) =
∑

nm,ns

Cn,nm,ns
exp(−βmnm − βsns).

The calculation of Zn(βm, βs) is easy from the flatPERM algorithm; indeed, no observable data
needs to be recorded apart from our estimates of Cn,nm,ns

. However, for large values of nm and
ns the exponential term involved in the summation becomes extremely large. Even if Cn,nm,ns

is relatively small, overflow errors can easily occur when using double precision floating point
numbers.

However, if we were to deal with the logarithms of this data, the quantities involved would be
much smaller and well within the bounds of even single point precision. Employing the use of
logarithmic coding [3] was essential for calculating reasonably accurate values of the data. The
premise is reasonably simple; given C = A+B, we estimate logC = log(A+B) from the values

22



1.4
1.2

1.0
0.8

0.6
0.4

0.2

1.8
1.6

1.4
1.2

1.0
0.8

0.6
0.4

0.2

−5

−4

−3

−2

−1

DC
AE

AC

DE

βm
βs

log λmaxlog λmax

5

4

3

2

1

0

5
4

3
2

1
0

-6

-4

-2

 0

 2

βm
βs

log λmaxlog λmax

Figure 12: Plots of the maximum logarithm of the Hessian of logZn(βm, βs) for n = 100. On
the left, we take (βm, βs) ∈ [0, 1.4]× [0, 1.8], and on the right we have 0 ≤ βm, βs ≤ 5. The four
phase transitions are marked on the plot, and their appropriate behaviour is listed below.

of logA and logB, without needing to store A and B in memory. eq. (20) from [3] states that

logC = log

[

max(A,B) +

(

1 +
min(A,B)

max(A,B)

)]

= max(logA, logB) + log [1 + exp {min(logA, logB)−max(logA, logB)}] .

Whilst this logarithmic addition is reasonably expensive (involving two conditional statements,
one logarithm and an exponentiation as opposed to a single much simpler CPU operation), it
does offer a easy way to bypass the overflow issue. Additionally this coding is only done after
the flatPERM algorithm has completed and so the efficiency is not so much of an issue.

In most papers, the specific heat capacity CV is used to identify possible areas of phase transition,
as peaks in CV usually correspond to areas of different behaviour. However, for the purposes
of corroborating evidence, we consider the Hessian of the free energy, logZ(βm, βs), where the
Hessian H(f) of a function f : R2 → R, is given by

H(f) =









∂2f

∂x2
∂2f

∂x∂y
∂2f

∂y∂x

∂2f

∂y2









i.e. the matrix of second derivatives of f .

By calculating the eigenvalues for each value of (βm, βs) and by taking the maximum of the two,
we can study the areas of maximal and minimal free energy. In turn, this tells us about the
typical types of conformation we can observe at these points.

Figure 12 shows two plots. The first considers (βm, βs) ∈ [0, 1.4] × [0, 1.8], giving output for
a modest range of temperatures. However, since flatPERM has considered the microcanonical
states, we can extend this diagram to a much larger range of temperatures. This is shown in
the second plot, covering the range (βm, βs) ∈ [0, 5.0]2. We would be unable to do this using
CBMC and PERM unless given a significant amount of processing time.

The first temperature range is reasonably well understood, and so provides a suitable check that
the method is in fact working correctly. There are four particular areas of interest, as indicated
on the diagram, identifying different types of behaviour for the polymer:

• DE: Desorbed, expanded – the polymer is desorbed from the surface and is in an expanded
state.
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Figure 13: Plots of the maximum logarithm of the Hessian of logZn(βm, βs) for n = 200. As
mentioned, there is an additional layering transition which is clearly visible from the second
plot; the left-hand plot is also affected by the additional transition.

• AE: Adsorbed, expanded – the polymer is adsorbed on the surface, but still remains
expanded (i.e. like an expanded walk on the square lattice).

• AC: Adsorbed, compact – similar to above, but is now much more compact (i.e. nm is
large).

• DC: Desorbed, compact – mostly desorbed from the surface (obviously one monomer must
be attached), but in a compact state.

However, the second plot describes behaviour that has not been seen inside the classically con-
sidered range of temperatures.

A detailed explanation is supplied in [11]. The behaviour is described as a ‘layering transition’;
at each one of the peaks, the polymer is mostly constrained to a number of two-dimensional
planes lying away from the surface, like a number of square lattices layered upon one another.
The higher the peaks, the larger the number of layers involved.

For instance, let us fix βm = 5 and consider βs = 0. Then we are in the DC phase; as βs is
increased, we see two layering transitions from 1-3 layers, before finally entering the standard
AC phase (adsorbed and contracted).

As the length of the polymer increases (i.e. in the thermodynamic limit), these layering transi-
tions will disappear, leaving only the ones predicted by standard theory. (More and more layers
will be created, effectively merging all of the smaller peaks into the main phase transition from
DC → AC.

This prediction is somewhat supported by figure 13, which shows the same phase diagram,
except for n = 200. By counting the peaks in the right-hand plot, we can see that more layering
transitions have appeared.

5.4 Free polymers

Whilst we have studied free polymers in an infinite volume and polymers tethered at one end
to a surface, it would be interesting to try to combine the two approaches. That is, we wish
to study the behaviour of a polymer which is not attached to a surface and has the freedom to
move completely away, as in [1].

Obviously this leaves us with a significant problem; if the polymer could theoretically be any
distance away from the surface, then Cn,nm,ns

diverges. We certainly need to constrain the
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polymer in some fashion, otherwise the problem is impossible to model.

Instead, we introduce a steric (i.e. non-interacting) wall, at some distance zw away from the
adsorbing surface, where zw is measured in lattice units. Additionally, let us choose ǫs = ǫm =
−1, and instead set the energy of a configuration ϕn of length n to be

En(ϕn) = −ns − snm,

where ns and nm are as in the previous section. We add an additional parameter, s, which
controls the quality of the solvent. If s is large, then the solvent is ‘bad’, and the polymer will
tend to contract. If s is small then the solvent is ‘good’, and polymer will be strung out. (More
about good and bad solvents can be found in [2].) We will consider what happens to the polymer
over a range of temperatures for various values of s.

Clearly this is a problem for which flatPERM is well suited and is indeed quite similar to the
problem previously considered. The partition function is again given by

Zn(T, s) =
∑

nm,ns

Cn,nm,ns
exp(−βEn) =

∑

nm,ns

Cn,nm,ns
exp({ns + snm}/kBT ).

This time, however, we consider the heat capacity CV of the polymer and attempt to build
a phase diagram involving s and T . Given Zn(T ), it is possible to calculate CV , but this is
reasonably non-trivial. A much better approach is to note that

CV =
1

kBT 2
Var(E) =

1

kBT 2

(

〈E2〉 − 〈E〉2
)

,

since

〈E2〉 =
1

Z(β)

∂2Z

∂β2
,

and hence

〈E2〉 − 〈E〉2 =
∂2

∂β2
logZ(β) = kBT

2CV

by eq. (2) in section 3.2. So, by measuring the variance of the energy of the generated polymers,
we obtain a value which is proportional to the heat capacity. Additionally, by placing the steric
wall away by a reasonable distance, we can allow polymers to grow freely as well as obtain results
about surface interactions; in these simulations, zw = 200. The results can be seen in figure 14.

Here, we can see a much richer variety of behaviour split over six distinct phases. By considering
s < 0, we additionally consider what happens when the monomer-monomer energies change from
being attractive to repulsive.

The black lines indicate the local maxima in CV , as in figure 12. These indicate six areas of
interest which are believed to be the phase transition boundaries in the thermodynamic limit.
(There are also various other local maxima which will disappear; these are not highlighted.)

The two-letter combinations AC, DC etc are as in the previous section. Here, the numbers after
AC and AE indicate a layering effect; i.e. AC2 is an adsorbed, compact polymer spread over
two layers. Unlike the tethered polymer, these transitions do not disappear as chain length is
increased.

To consider an example of the typical behaviour of a polymer in this system, take s = 2. We
start at T = 0, where the configuration is in the AC2 phase; nm is maximal, and the monomers
occupy sites on the surface and the sites directly above the surface.

As the temperature is increased past T ≈ 1.2, we see a transition into the AE2 stage, where
the polymer now expands, but still only occupies two-layers. When T reaches 2.75, the polymer
now desorbs from the surface, but remains compact; past T = 4 there is a final transition into
the desorbed, expanded phase.
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Figure 14: Phase diagram for the specific heat capacity CV , for 0 ≤ T ≤ 4 and −2 ≤ s ≤ 7.
The distance between the two walls is zw = 200.

6 Extensions and conclusions

In this report, we have only considered homopolymers – that is, polymers which are constructed
from only one type of monomer. A simple extension would be to apply these algorithms to
the HP model, a toy model for proteins (which are of crucial interest in biology and medicine).
In this scenario, we have two types of monomer; hydrophobic (H) and polar (P). Hydrophobic
monomers dislike solvent, and will bunch together. On the other hand, polar molecules mix well
with the solvent.

We can simulate this behaviour by ensuring that hydrophobic molecules are attracted to each
other, but all other types of interactions are disregarded. For example, we set ǫHH = −1, and
ǫPP = ǫPH = ǫHP = 0, where ǫ denotes the monomer-monomer interaction energy.

An interesting problem is attempting to find the ground states of specific chains of HP polymers.
The flatPERM routine is applied to find this for an 85-monomer HP chain on the square lattice
in [17]. This could easily be extended further to cases where an attractive surface is included.

Obviously most polymer systems are far more complicated than the ones presented here. They
usually consist of thousands of monomers of many types in a variety of different geometries. As
mentioned previously, although these methods can be extended to general Euclidean space, it
may be more beneficial to instead consider lattices with large co-ordination numbers.

We may also wish to study many polymer chains at the same time which are allowed to interact
with one another. In this case, CBMC and dynamic PERM have a distinct advantage over
PERM and flatPERM.

The main algorithm considered here, flatPERM, does rely heavily on the fact that we are in a
microcanonical ensemble, and for complex systems of many parameters an efficient implementa-
tion is quite difficult. For these systems, it is best to include the least important variables in the
weighting, including the more imporant parameters in the microcanonical sense. (For example,
by ‘least important’ we mean those parameters which will not affect efficiency overly).

In summary, due to the Monte Carlo methods involved, all of these algorithms are reasonably
flexible and efficient. Unlike standard molecular dynamics algorithms, they can be applied to a
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wide range of problems with only a reasonably small amount of effort. Certainly the efficiency
of the method is affected by the parameters we choose, and the environment it is expected to
perform in, as shown even in the simple cases considered here.

Ultimately, they provide an excellent way of modelling polymers given a wide range of parameters
and variety of different systems. In turn, this allows us to study and predict interesting properties
for many different systems, increasing our understanding of how polymers behave and paving
the way for further advances.
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7 Appendix: PERM Pseudo-code

The code listing below is an outline of the routine that can be used to generate a SAW using
the PERM algorithm. The global variables are

• w: Weight of the chain.

• cpos: Current position (i.e. monomer number).

• Z[·]: Partition function.

• R2[·]: Mean square end-to-end distance.

The parameters are

• b[·]: An array containing the Boltzmann factors for a particular number of monomer-
monomer interactions. Namely,

b(m) = emφ

for 0 ≤ m ≤ k.

• W1, W2: Upper and lower thresholds W>,W< for pruning/enrichment respectively.

• max length: Maximum length of the chain.

1 subroutine grow()

2 Place a monomer at the current position, cpos;

3 Measure available/taken sites around this position;

4 Let w = w * b[taken];

5

6 Collect statistics:

7 Z[cpos] += + w;

8 R2[cpos] += w*(R2 for this chain);

9

10 if (avail > 0 && cpos < max_length) {

11 cpos++;
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12 Move at random to one of the available sites;

13

14 if (w > W1) {

15 w /= 2;

16 grow(); grow();

17 w *= 2;

18 } else if (w < W2) {

19 if (random number in Uniform(0,1) < 1/2) {

20 w *= 2;

21 grow();

22 w /= 2;

23 }

24 // At this point, if the random number was > 1/2 the

25 // chain has been pruned and stops growing

26 } else {

27 grow();

28 }

29

30 Move back to the previous position

31 cpos--;

32 }

33

34 Reset weight to previous value

35 Remove the current monomer from its position

36 end subroutine
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